**Le Problème du Cercle Minimum**

Notre projet consiste à trouver le cercle le plus petit contenant un ensemble de points d’un plan. On a utilisé « Eclipse Neon » comme compilateur, afin de visualiser ce code, on a rajouté SDL 1.

Dans un premier temps, on a révisé le cours d’Algèbre (Théorème de Cramer) et intégré les propriétés géométrique dans le projet, après avoir terminé la théorie du code, on a commencé à écrire le code utilisant toutes ces informations.

Dans la partie du code, on a créé des structures pour déterminer les points qu’on saisit par clavier puisqu’on a utilisé des points et des cercles. Pour résoudre notre problème, on a décidé d’appliquer l’algorithme de ‘’recherche par essai-erreur’’ qui contient deux méthodes.

* les cercles dont les diamètres sont les segments formés par les points pris deux par deux — il y en a *n*(*n* - 1)/2
* les cercles circonscrits aux triangles formés par les points pris trois par trois — il y en a *n*(*n* - 1)(*n* - 2)/6

Pour être convaincu que le cercle qu’on a trouvé est le minimum, il faut donc, pour chaque cercle, vérifier si les *n* - 2 ou *n* - 3 points restants sont dans le cercle. L’algorithme a donc une complexité en [O(n4)](https://fr.wikipedia.org/wiki/Complexit%C3%A9_en_temps).

Sur le programme ‘Cercle Minimum’, on a 4 fichiers qui sont **main.c, primitive.h, primitives\_graphiques.c** et **primitives\_graphiques.h**. Les fichiers primitives\_graphiques.c et primitives\_graphiques.h c contiennent les définitions des fonctions de SDL. Le fichier primitive.h contient toutes les structures et les fonctions que l’on a créées pour trouver le cercle minimum.

*Fonction « cercle* ***methode\_2par2****(point \*tab, int n\_pts) »*

On cherche la distance maximum de deux points distincts en utilisant deux boucle nichée. Après avoir trouvé la distance la plus grande, on suppose que cette distance est le diamètre d’un cercle et puis une autre fonction *int verification(cercle c, point \*tab)* qui permet de vérifier si les n-2 points restants sont inclus dans le cercle qu’on tracera.

*Fonction « cercle* ***methode\_3par3****(point \*tab, int n\_pts) »*

Notre but est de trouver tous les 3 points circonscrits à un triangle afin de trouver les équations des médiatrices finalement et de considérer les intersections comme centre du cercle que l'on tracera.

On a 3 fonctions nichées qui font déplacer des points milieux des médiatrices. En utilisant le théorème de Cramer, nous trouvons le point des intersections qui est admis comme les coordonnées du centre .On a comparé ce point avec tous les autres points. On a pris la distance entre ce point de centre et tous les autres points, et testé si tous les points se trouvent dans ce cercle. Si on peut trouver plus de cercles, on prend le cercle qui contient le plus petit rayon entre eux. Si on n'a trouvé aucun cercle, cette fonction retourne le cercle de rayon -1 qui signifie qu'on n'a trouvé aucun cercle en utilisant cette méthode.

*Fonction « double* ***determinant****(double a, double b, double c, double d) »*

Cette fonction est de type double et ses 4 paramètres sont aussi de type double. Elle prend a, b, c, d et elle retourne leur déterminant. Cette fonction calcule le determinant des matrices 2x2.
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*Fonction « double* ***distance\_points****(point a, point b) »*

Cette fonction est de type double. Elle prend 2 points comme paramètres. Simplement, elle retourne une valeur de type double qui est égale la distance.

![http://www.moomoomath.com/distance.jpg](data:image/jpeg;base64,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)

*Fonction « point* ***millieu****(point a, point b) »*

Cette fonction prend 2 paramètres qui sont de type point. Cette fonction sert à déterminer le point qui se trouve entre les 2 points que l'utilisateur a saisi.

![http://image01.ipracticemath.com/Content/ImagesLM/Algebra/midpoint-formula1.gif](data:image/gif;base64,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)

*Fonction « int* ***verification****(cercle c, point \*tab, int n\_pts) »*

Cette fonction est de type int et elle prend 3 arguments, un cercle, l’ensemble de points et nombre de points. Pour chaque point, elle vérifie si la distance entre le centre du cercle et ce point est plus petite que rayon.

*|x-a|<r avec a : centre du cercle, x : un point de l’ensemble de points, r : rayon du cercle.*

Si une d’eux est hors du cercle, on retourne « -1 ». Si tous les points sont dans le cercle, on retourne « 1 ».

*Fonction « void* ***trace\_les\_axes****() »*

Cette fonction sert à tracer le système de coordonnées cartésiennes. Dans cette fonction, On appelle le fonction *« void trace\_segment\_surface(SDL\_Surface\* surface,int xa,int ya, int xb, int yb, Uint8 r, Uint8 v, Uint8 b) »* qui se trouve dans le fichier primitives\_graphiques.c. Ainsi, on dessine un segment vertical (l’axe y) au millieu de l’écran et un segment horizontale (l’axe x) au millieu de l’écran.

*Fonction « void* ***epaissir\_cercle****(cercle c, int n) »*

Le cercle peut être vu très mince. Pour cette raison, nous avons eu besoin d'une fonction comme celle-là. Cette fonction prend comme argument le cercle que nous avons trouvé à la fin et trace n cercles plus dont la rayonne est 1 pixel de plus.

*Fonction «****double******de\_pixel\_a\_coor\_x****(int x, int longueur\_daxe) » et*

*«****double******de\_pixel\_a\_coor\_y****(int y, int longueur\_daxe)*

Sur l’écran, les pixels commence en haut à gauche. Mais le point(0,0) du système des coordonnées cartésiennes est au milieu de l’écran. Aussi, le nombre de pixels et longueur des axes qu’on a choisi sont différentes. Donc, on a besoin d’une échelle. Par exemple, pour :

*HAUTEUR : 600 Longueur de l’axe x : 20 cm*

*LARGEUR : 600 Longueur de l’axe y : 20 cm*

notre échelle est « *HAUTEUR / Longueur de l’axe x »* (ou « *LARGEUR / Longueur de l’axe y »*).

Formule générale pour x : (x-(LARGEUR/2))/echelle

Formule générale pour y : -(y-(HAUTEUR/2))/echelle

Il y a un « - » au début car pour y (pour système de pixels), quand on va vers le haut, le coordonné y diminue.

*Fonction « cercle* ***de\_coor\_xy\_a\_pixel****(cercle c, int longueur\_daxe) »*

(Pour comprend cette fonction, il faut d’abord lire l’explication écrite dans la fonction précédente)

Pour trouver le cercle minimum, on fait tous les calculs en coordonnées cartésiennes. Mais pour tracer ce cercle, on a besoin de passer aux coordonnées pixels car la fonction qui va tracer le cercle *« void trace\_cercle\_surface(SDL\_Surface\* surface,int x0, int y0, int rayon,Uint8 r, Uint8 v, Uint8 b) »* prend ses arguments en pixels. Donc, pour ses transformations :

Formule générale pour x : echelle\*x + LARGEUR/2

Formule générale pour y : -echelle\*y + HAUTEUR/2 (Il y a un « - » au début car pour y (pour système de pixels), quand on va vers le haut, le coordonné y diminue.)

Formule pour rayon : double rayon=c.rayon\*(echelle);

c.rayon=(int)rayon;

On a besoin de passer de « double » à « int » car l’argument de la fonction qui va tracer cercle est de type int.

*Fonction « point\** ***choisir\_avec\_Mouse****(point \*tab, int \*n\_pts, int longueur\_daxes) »*

Cette fonction est de type point\* et prend 3 arguments, le nuage, nombre de points et longueur des axes. Il est utile d’utiliser un pointeur pour nombre de points(deuxième argument), de cette façon, on va modifier le variable « int **n\_pts**=0 ; » qui se trouve dans le fichier main.c et qui va être utiliser comme argument dans les fonctions *« cercle methode\_3par3(point \*tab, int n\_pts) », « cercle methode\_2par2(point \*tab, int n\_pts) » et « int verification(cercle c, point \*tab, int n\_pts) »*

Cette fonction, pour chaque clic droit, dessine un point-là et stocke ses coordonnées (en pixels) de ce point dans un tableau(le nuage) et pour chaque clic il augmente le compteur dont le nom est n\_pts (nombre de points). Quand on clique gauche, on sort de boucle.

*Fonction « int* ***main****(int argc, char \*\*argv) »*

Finalement, après avoir écrit ces fonctions nous pouvons donc terminer le programme. En utilisant des fonctions qu’on en a déjà parlé, on peut trouver le cercle minimum, soit en précisant des points avec la quantité de ces points ou/et en cliquant sur la fenêtre de SDL.

Dans un premier temps, on appelle la fenêtre de SDL, “Trouver le cercle minimum”. Si on va saisir les points par clavier, il nous faut donner le nombre de points puisque les méthodes 2 par 2 et 3 par 3 en ont besoin pour faire tourner les boucles.

Dans un deuxième temps, on crée un tableau de points pour stocker les points. Puis, on trace les axes x,y sur SDL. Après cet étape, la fonction choisir\_avec\_Mouse(nuage,&n\_pts,longueur\_daxes)commence à fonctionner, si on clique le bouton gauche pour préciser un points, jusqu'à on clique le bouton droite, cette fonction va continuer de prendre les points sur lesquels on clique. Pourtant, cette fonction fait stocker les points à partir d’indice “n\_pts”. Donc on peut dire que c’est possible de préciser des points en saisissant par clavier et aussi en cliquant les boutons de souris d’ordinateur.

On déclare un cercle c et on commence par fonction 2par2, si le cercle que la fonction 2par2 a retourné ne vérifie pas la condition: “Tous les points qui sont dans le nuage doivent se trouver dans le cercle.”, alors dans ce cas la méthode 3 par 3 marche. On préfère d’abord essayer de méthode 2 par 2 car elle est plus simple que la méthode 3 par 3. Puis, si la fonction nous renvoi un cercle (de rayon!=-1) c’est à dire qu’on a finalement trouvé le cercle minimum. Donc on va dessiner ce cercle sur SDL maintenant avec les aides des fonctions de SDL qu’on a déjà expliqué.

**Source:**

https://fr.wikipedia.org/wiki/Probl%C3%A8me\_du\_cercle\_minimum
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